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Abstract

Traceability is important knowledge for improving the artifacts of software and systems and processes related to them. Even in a
single system, various kinds of artifacts exist. Various kinds of processes also exist, and each of them relates to different kinds of
artifacts. Traceability over them has thus large diversity. In addition, developers in each process have different types of purposes
to improve their artifacts and process. Research results in traceability have to be categorized and analyzed so that such a developer
can choose one of them to achieve his/her purposes. In this paper, we report on the results of Systematic Literature Review (SLR)
related to software and systems traceability. Our SLR is preliminary one because we only analyzed articles in ACM digital library
and IEEE computer society digital library. We found several interesting trends in traceability research. For example, researches
related to creating or maintaining traceability are larger than those related to using it or thinking its strategy. Various kinds of
traceability purposes are addressed or assumed in many researches, but some researches do not specify purposes. Purposes related
to changes and updates are dominant.
c© 2017 The Authors. Published by Elsevier B.V.
Peer-review under responsibility of KES International.
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1. Introduction
The most important artifact in software and systems development is of course a running system including exe-

cutable programs because the running system directly contributes to the activities of customers. The other artifacts
such as requirements specifications, design notes, architecture descriptions and test cases are unwillingly developed
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because the quality of the running system such as completeness (the degree how much the running system provides
what the customers require) cannot be guaranteed without such additional artifacts. In addition, the quality of the
development process such as efficiency also depends on such additional artifacts. All the artifacts including the run-
ning system are related with each other. To guarantee the quality of the artifacts and the process, such relationships
among the artifacts should be managed. The researches about software and systems traceability have the fundamental
background mentioned above. In a well-known article1, traceability is defined as follows: “The ability to describe
and follow the life of an artifact (requirements, code, tests, models, reports, plans, etc.) developed during the software
life cycle in both forward and backward directions · · ·”. A standard2 defined traceability as “The degree to which a
relationship can be established between two or more products of the development process · · ·”. Because most run-
ning systems today are developed based on existing systems, relationships among artifacts which belong to different
processes should be also taken into account.

According to our argument above, we regard that software and systems traceability is very important knowledge.
In fact, a plenty of articles has been published in this field. However, methods, techniques and/or tools in such articles
have not been applied widely in industry3. One of the reasons is that establishing and maintaining traceability links
is a time consuming, error prone, and person-power intensive task4. We are thus interested in recent research trends
in traceability. Systematic Literature Review (SLR)5 is a useful tool to know such trends. We thus performed SLR on
traceability and report the results in this paper. Before performing SLR, we had several bias to traceability researches
according to our daily research activities. First, we assumed most researches focused on creating traceability, and
they did not focus on its usage enough. Second, we assumed kinds of artifacts were limited although various kinds of
artifacts were used in any software processes. Third, we assumed most researches did not provide enough evidences
whether their proposals were confident. Research questions (RQs) in this paper are designed based on these pieces of
the bias.

Our SLR is a preliminary study because we only focused on articles in ACM digital library and IEEE computer
society digital library. These two libraries contains proceedings of the outstanding conferences such as ICSE (Inter-
national conference of software engineering), ASE (Automated software engineering), and RE (Requirements Engi-
neering). They also contains those of the traceability specific meetings such as SST (Symposium on software and
systems traceability) and TEFSE (International workshop on traceability in emerging forms of software engineering).
Although the main reasons of this limitation come from our financial and time issues, we can easily guarantee the
quality of articles in our review by this limitation.

The rest of this paper is organized as follows: Section 2 describes the details of our review methodology, including
research questions (RQs), inclusion and exclusion criteria, our search strategies, and the method for data extraction
and analysis. In Section 3, we discussed the results and findings of our review on the basis of our RQs. Threats to the
validity are then discussed in Section 4. Finally, we conclude our review and show the future issues.

2. Review Method
In this review, we basically followed the well-known guideline5 for conducting our SLR. We explain our SLR

steps here in detail.

2.1. Research Questions
This review aims at addressing the following Research Questions (RQs):
• RQ1: What types of researches have been performed in traceability?

According to a book6, traceability researches are categorized into the following types: Strategy, Creating, Using
and Maintaining.
• RQ2: Does a traceability research propose new idea or enhance existing ideas?

Because traceability research has its long history 1, there already exists a plenty of techniques and tools. No one
obstructs their applications to real world problems. However, problems in this field have not been resolved and
new and “novel” researches have been produced almost every year. We thus focus on whether a research is new
one or enhanced version of existing ideas.
• RQ3: What kinds of artifacts do a traceability research cover?

We will analyze two aspects of artifacts: representation and contents. Examples of representations are natural
language documents, models and action logs. We simply regard diagrams such as directed graphs as models in
this paper. By using natural language, we can represent any software engineering artifacts except source codes.
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Therefore, we have to distinguish the representation method of an artifact from its contents. We characterize the
contents of an artifact according to the development phases: requirements, design, architecture, source codes
and tests.
• RQ4: Does a traceability research clarify purpose(s) of its traceability? What kinds of purposes will the

research contribute to achieve if the research clarify them?
As mentioned in introduction, a traceability research is meaningless if its outcomes are useless in any activities
during a software life cycle. In addition, it is too irresponsible to let developers or maintainers to find how
to utilize such outcomes such as traceability links. In an article7, such purposes were partially exemplified:
identifying sources of requirements, impact analysis, test case validation, tracking the progress of a project and
identifying interdependencies among artifacts.
• RQ5: Does a research show whether a research will contribute to achieve its intended purposes? What

kinds of means are used to show that?
This research question is related to the evaluation of a research. Examples of evaluation means are as follows:
experiment, argumentation, (formal) proof, case study. Although experiments and case studies are rigorously
defined8, we simply regard showing examples as a kind of case study. A typical example of the means is an
experiment. If the purpose of a traceability research is improving the accuracy of the impact analysis, making a
comparative experiment with or without the research outcome is the typical means to show the contribution of
the research.
• RQ6: Are the precision and recall metrics used in the evaluation of the research? How to validate the

research by using the metrics if the metrics are used?
Especially in an experiment or a case study, the precision and the recall are the typical metrics to validate the
research outcome. To calculate these metrics, the correct answers (oracle) are required. The correct answers
depend on the purpose of the traceability research. For example, actually impacted artifacts should be identified
in advance when researchers expect their research is useful for impact analysis. The precision corresponds to
the accuracy of predicted results by a research, and the recall corresponds to its completeness, i.e. the degree
without omission.

2.2. Inclusion and Exclusion Criteria
We use the following inclusion and exclusion criteria for our SLR.
• Articles in ACM digital library and IEEE computer society digital library were included.
• Articles published in June 2006 to September 2016 were included, and other articles were excluded. Note that

this research was started at the end of September 2016.
• Traceability related to software and software intensive systems was included, and others were excluded.
• Articles in magazines such as CACM or IEEE computer were excluded.
• If the same article contains in both libraries, one of them were excluded.

2.3. Search Strategy
To retrieve articles as many as possible, we used single word “traceability” for the search page of each library. The

authors then examined the abstract manually to exclude articles according to the criteria above.

2.4. Data Extraction and Synthesis Method
We follow the steps below for extracting data and synthesize them.

1. Articles to be reviewed are downloaded and shared by authors.
2. An author prepare a form for analyzing each article. The form contains 11 questions and they will be briefly

explained below.
3. For each article, two authors fill the form respectively by reading the contents of the article.
4. Another author examines two filled forms for each article. If there are some inconsistencies in these forms, the

author examines the contents of the article, and fixes the inconsistencies.
5. All the results are arranged and sorted for answering the RQ’s.

The form contains following 11 questions.
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Table 1. Reviewed articles
Source IEEE CSDL ACM Total
Number of articles 36 23 59

Strategy (26%)
15 articles

Using (12%)
7 articlesCreating (42%)

25 articles

Creating and 
Maintaining (5%)
3 articles

Maintaining (15%)
9 articles

Fig. 1. RQ1: ratio of research types

New (57%)
34 articles

Enhance (43%)
25 articles

Fig. 2. RQ2: ratio whether a research is new or enhance-
ment

• Q1 for RQ1: What is the research type of this article? (Choose one of them: strategy, using, creating, maintain-
ing)
• Q2 for RQ2: Is the research in this article new or enhanced version of existing research? (Choose one: new,

enhance)
• Q3 for RQ3: What kinds of artifacts are dealt with in this articles? (Fill the list of artifacts such as Java, UML,

and DFD)
• Q4 for RQ4: Is the purpose of the traceability clarified in this article? (Yes or No)
• Q5 for RQ4: What are the purpose(s) of the traceability in this article? (Fill the list of purposes such as impact

analysis, test case validation, dependency identification and so on)
• Q6 for RQ5: Is the means for confirming whether the purposes are achieved shown in this article? (Yes or No)
• Q7 for RQ5: What kinds of means are used in this article? (Fill the means such as case study, experiment or

proof)
• Q8 for RQ6: Is precision used for validation in this article? (Yes or No)
• Q9 for RQ6: What kind of criteria is used to decide the precision is good or bad? (Fill the criteria)
• Q10 for RQ6: Is recall used for validation in this article? (Yes or No)
• Q11 for RQ6: What kind of criteria is used to decide the recall is good or bad? (Fill the criteria)

3. Results and Findings
Articles to be reviewed are summarized in Table 1, and concrete lists of the articles are attached to the end of this

paper. As a result, most articles are conference, workshop or symposia papers.

3.1. RQ1: Research Type
We categorized articles into the following four types:
• Strategy: A research investigating what kinds of traceability are needed, and planning how to implement the

traceability is categorized into strategy.
• Using: A research related to the usage of traceability is categorized into using.
• Creating: A research proposing how to create or to recover traceability links is categorized into creating.
• Maintaining: A research how to update the existing traceability links is categorized into maintaining.

The result is shown in Figure 1. Because Creating and Maintaining are a little bit similar, three articles addressed
these two types. As shown in the result, the types of Creating or Maintaining take large portion of all articles, i.e.
more than 60 %. Applying natural languages processing techniques and statistical techniques was dominant in such
types because such techniques were easy to apply artifacts to be traced.

Because creating and maintaining traceability is just a means, how to using traceability or what it should be are
discussed together with creating and maintaining it. This issue is analyzed in RQ4.
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0 10 20 30 40 50 59

natural language 
documents (56%)
34 art.any (5%) 3 art.

actions logs (8%) 5 art.

models or XML (36%)
22 art.

Fig. 3. RQ3: portions of each representation types

0 10 20 30 40 50 59

tests (7%) 4 art.

requirements or features (28%) 17 art.
design (16%) 10 art.

architecture (3%) 2 art.
source codes (51%) 31 art.

Fig. 4. RQ3: portions of each contents types

3.2. RQ2: New or Enhance
At least more than 20 years, traceability has been studied 1. Articles based on existing researches may thus exist. On

the other hand, new and novel ideas should be proposed because environments and domains for software and systems
have been changed every day. Figure 2 shows the portion whether a research is new or enhancement of existing one.
As shown in the figure, half of the articles is new, and other half is enhancement. The ratio of this portion seems very
reasonable because both types of researches are performed simultaneously.

3.3. RQ3: Covered artifacts
We identified following four types of representation in reviewed articles.
• any: any kinds of representation.
• natural language documents: Requirements specifications or design notes are normally written in natural lan-

guage such as English.
• models or XML: structural and graphical notations such as UML are frequently used in software and systems

development. Although XML has not its own graphical notation, XML is categorized into this kind due to its
structural feature.
• actions logs: bug tracking systems can record some action logs, and such logs can be referred. Even verbal data

in a meeting can be stored and referred. Some traceability techniques can deal with such pieces of artifacts.

Figures 3 shows portions of each representation. Because a research in an article deals with more than two represen-
tation types, we do not use a pie chart. As shown in the figure, more than half articles deal with natural language
documents. It is reasonable because using words and phrases in such documents is useful to create traceability links.
In addition, most requirements are written in natural languages. Structural representations such as models or XML
are also dealt by more than one third articles. It is also reasonable because it is easy to create traceability links over
such representations.

We also identified following five contents types in reviewed articles.
• requirements or features: We regard features in software product lines are kinds of requirements.
• design
• architecture
• source codes
• tests: test cases or test documents.

Figure 4 shows portions of each content. Because a research in an article deals with more than two contents types
in the same way as the representations types, we do not use a pie chart. As shown in the figure, source codes are dealt
with by about half of articles. It seems to be reasonable because source codes are structured and their components
such as classes, methods and functions can be easily identified. About one fourth articles deal with requirements or
features. Because requirements are the base points in traceability, its portion should be larger than the portion shown
in the figure.

Finally, we identified concrete artifacts dealt in reviewed articles. Java and UML are frequently dealt, 14 and 7
articles respectively. Except Java and UML, C, GSN, AspectJ and AOP are dealt. Because Java and UML are the
most popular artifacts in the current development, this result seems to be reasonable.
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Yes (77%)
46 articles

No (23%)
13 articles

Fig. 5. RQ4: ratio whether traceability in an article clarifies
its purpose or not

0 5 10 15 20 25 30 35 40 46

evolution (2%) 1 article
reuse (4%) 2 articles
source (26%) 12 articles
impact (19%) 9 articles
depend (23%) 11 articles
consistency (17%) 8 articles
completeness (11%) 5 articles
understanding (2%) 1 article
any (2%) 1 article

Fig. 6. RQ4: portions of purpose types

3.4. RQ4: Purposes
As mentioned in introduction, the purpose of traceability is really important because traceability itself is a sec-

ondary or thirdly artifact. A main artifact in software and systems development is the running system. Figures 5
shows the ratio whether traceability in an article clarifies its purpose or not. As shown in the figure, the purpose is
clarified in most articles, but about one fourth articles do not. In some articles, creating links becomes the purpose
of their research, and their usages and purposes are rarely discussed. Even when creating links is the main issue of a
research, its usages and purposes should be stated or discussed.

We identified nine types of purposes of traceability usage.
• any: In an article, the authors state its traceability can use any purposes.
• understanding: The traceability contributes to improving the understanding of developers or maintainers.
• completeness: The traceability contributes to identifying the missing artifacts. For example, links between

requirements and codes contribute to finding unimplemented requirements.
• consistency: The traceability contributes to finding inconsistency among artifacts. For example, incorrectly

implemented requirements can be found with the help of links between requirements and codes.
• depend: The traceability contributes to knowing the dependencies among artifacts.
• impact: The impact analysis is the typical purpose of traceability usage.
• source: The traceability contributes to identify the origin of an artifact. Note that this type is not specific purpose

related to source codes.
• reuse: The traceability contributes to reusing a part of existing artifacts.
• evolution: The traceability contributes to updating existing software and systems.

The types “evolution”, “source”, “impact”, “depend” and “reuse” are related to changing or updating existing software
and systems. On the other hand, the types “consistency”, “completeness” and “understanding” are related to analyzing
current software and systems.

Figure 6 shows the portions of purpose types. Because traceability in an article contributes to more than two
purposes, we do not use pie chart. As shown in the figure, there is no outstanding type. Three types related to
changing and updating software and systems are the most dominant purposes. The result seems to be reasonable
because changes and updates of artifacts are the most important concerns in the current development due to the
frequently and suddenly requirements changes.

3.5. RQ5: Means for confirming purpose achievement
As shown in Figure 5, 46 articles specify the purpose of their traceability. We thus analyze how to confirm whether

the purpose is achieved in each article, i.e. the evaluation. Figure 7 shows the ratio whether the authors of an article
provide the means for confirming that the purpose of their traceability is achieved. As shown in the figure, such means
are provided by more than 80% articles. This result is reasonable because articles are rarely accepted today without
evaluation.

We then focus on the types of evaluation. Figure 8 shows the ratio of evaluation means types. A means “case” is the
most dominant, and the second dominant is “exp”. The other types are very few. Although rigorous case study is hard
to be performed8, we regard showing an example as “case”. That is one of the reason the type “case” is dominant. In
this sense, the evaluation means is a little bit weak in more than 60% articles.



 Haruhiko Kaiya et al. / Procedia Computer Science 112 (2017) 1141–1150 1147
H. Kaiya et al. / Procedia Computer Science 00 (2017) 000–000 7

No (17%)
8 articles

Yes (83%)
38 articles

Fig. 7. RQ5: ratio whether the purpose achievement of an
article is confirmed or not

case (61%)
23 articlesexp (29%)

11 articles

arg (5%) 2 articles

proof (3%) 1 article 
survey (3%) 1 article 

Fig. 8. RQ5: ratio of evaluation means types

No (51%)
30 articles

Yes (49%)
29 articles

No criteria 
(41%)
12 articles

relative (38%)
11 articles

Absolute (21%)
6 articles

Fig. 9. RQ6: rate of precision usage and rate of its evalua-
tion criteria

No (54%)
32 articles

Yes (46%)
27 articles

No criteria 
(48%)
13 articles

relative (37%)
10 articles

Absolute (15%)
4 articles

Fig. 10. RQ6: rate of recall usage and rate of its evaluation
criteria

3.6. RQ6: Precision and Recall
Precision and recall are the typical metrics especially for evaluating whether predicted links are correct and com-

plete. In both cases, correct traceability is required. Precision shows the degree whether predicted links are correct. In
this case, researchers may simply check each predicted link step by step. Recall shows the degree whether no missing
correct links exist by prediction. In this case, correct traceability is required in advance, and all parts of all artifacts
should be examined for identifying correct traceability in general. Therefore, using recall is more difficult than using
precision in general.

Even if the purpose of the traceability in an article is not specified (see Figure 5), precision or recall can be used
in the article. We thus analyze all 59 articles in RQ6. We categorize evaluation criteria of precision or recall into the
following three types.
• relative: Precision or recall values of the technique in an article is compared to the value of existing techniques.

When the trade-offs between precision and recall values are analyzed, we also regard the article has the relative
criterion.
• absolute: The authors give some absolute criterion such as 80% or 100% for their evaluation.
• No criteria: there are no criteria, and just the values are shown and discussed.

Left pie chart in Figure 9 shows whether precision is used in an evaluation of an article. About half of articles
use precision for their evaluation. As shown in the right pie chart in the figure, the rate of evaluation criteria is
shown. More than 40% of articles do not give criterion for precision evaluation. According to the result, the quality
of evaluation is not high.

Figure 10 shows the results of recall in the same way as the results of precision in Figure 9. The trend is almost the
same as the results of precision. As mentioned at the beginning of this section, using recall is more difficult than using
precision. However, the results show recall is used in the same rate as precision. In many purposes of traceability,
recall should be complete, i.e. 100% because missing links seriously affect the quality of development activity. For
example, all necessary modifications are not performed by using an impact analysis technique without 100% recall.
Even if the precision is not 100%, a developer performing impact analysis may simply skip the incorrect links. In this
sense, the portion of absolute criterion should be larger than the portion of a pie chart at the right side in Figure 10.
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4. Threats to Validity
The most serious threat to the validity of this research is the comprehensiveness of reviewed articles, i.e. the

completeness of research range. As mentioned in Section 2.2, we only focus on the last 10 year’s articles in ACM
digital library and IEEE computer society digital library. We understand articles in high quality exist outside these
two libraries such as LNCS of springer. In addition, most articles we analyzed are conference papers. To mitigate
this threat, we will use commercial bibliographic databases such as Scopus in our next step. On the other hand, the
quality of articles can be preserved by narrowing down the range of libraries. Basically, both ACM and IEEE CS
libraries contains articles published in highly competitive conferences such as ICSE, ASE or RE. Although this fact
never mitigates the threat about comprehensiveness, it contribute to improving the overall quality of our SLR.

The second threat is about the comprehensiveness of our research framework. Our framework consists of several
viewpoints and each of them basically corresponds to each research question. Our research questions are based on
our previous bias mentioned in Intoroduction, and they largely influenced by a book6 and an article7. For example,
research types in RQ1 comes from the book, and purposes in RQ4 comes from the article. Some missing viewpoints
can thus exist in our analysis framework for software and systems traceability. In addition, some existing viewpoint
should be elaborated. For example, we simply enumerate the purpose types in RQ4. However, some dependency
structure seems to be required in purpose types because some purposes contributes to another purpose, i.e. sub-
purposes of the purpose. We may use goal-oriented modelling notations for this structuring.

5. Conclusion
Traceability methods and techniques have been continuously proposed and evaluated in literatures. By conducting

our SLR about software and systems traceability, we gathered, classified and analyzed such techniques from research
questions (RQs) in Section 2.1. The RQs are based on our previous bias mention in Introduction. We reviewed 59
articles from two well-known digital libraries. Although the resources of our review are limited, the quality of these
papers were not bad. We have the following five findings of this review. First, more researches about using traceability
or thinking its strategy are needed to enable a user of traceability techniques to choose some of them suitable for
him/her. Second, various kinds of artifacts should be dealt for each technique. Third, the usage of each traceability
technique should be definitely clarified although it was not clear in some articles. Fourth, traceability purposes related
to consistency and completeness may be encouraged more than now because purposes of changing and updating
software and systems have been investigated more than the purposes related to consistency and completeness. Fifth,
rigorous evaluation such as a comparative experiment should be encouraged. We clarified our future issues in Section
4 as threats to the validity: comprehensiveness of reviewed articles and the research framework.
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